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|  |
| --- |
| Collections are a group of objects bound together by a common characteristic. Java has various built-in classes to support the collection of objects, either of the same type or general. The most basic construct to work with is the *array* of which you will come to know of in a [section](http://en.wikibooks.org/wiki/Java_Programming/Arrays) later in this chapter.  java collections framework is a set of classes and interfaces that are used to implement reusable collection data structures.  Code given below shows that how to use various methods of Collections class. For example- add element, copy elements, reverse data structure etc. |

The most basic collection interface is called Collection. This interface gives the user a generic usage of a collection.

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Collection; // Interface

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.ArrayList; // Implementation

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.HashSet; // Implementation

...

Collection coll1 = [**new**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/new) ArrayList();

Collection coll2 = [**new**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/new) HashSet();

...

< Use coll1 & coll2 >

In the above there are two collections. The usage of the collections are the same, the implementations are different. If the existing collection implementations do not meet your needs, you can write your version of the implementation. Your version of the implementation just needs to implement the same java.util.Collection interface, then you can switch to using your implementation and the code that is using the collection does not need to be changed.

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Collection;

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) com.yourcomp.util.YourCollectionImpl;

...

Collection coll1 = new YourCollectionImpl();

Collection coll2 = new YourCollectionImpl();

...

< Use coll1 & coll2 >

The Java JDK collection implementations are quite powerful and good, so it is unlikely that you will need to write your own.

All collections contain object references. Because of that, if the object is changed after it was put in the collection, the object that is 'in' the collection also 'changes'. The object is not really in the collection, only the object reference is. It is not guaranteed that the objects 'inside' the collections won't change. This is an issue only if you put an actively used object in the collection. In that case when you are adding an object that could change any time you need to make a copy or clone of the object. A new object will be created and its reference will be put in the collection. In that case there will be no object references outside of the collection, so the objects 'inside' the collection can only be changed if we take out an object reference from the collection.

Aside from the java.util.Collection interface, the Java JDK has the java.util.Map interface as well. This defines key value mappings. Implementations of the Map interface do not contain collections of objects. Instead they contain collections of key->value mappings.

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Map;

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Hashtable;

...

Map map = new Hashtable();

...

map.put( key, value );

All collections need to have the same basic operations. Those are:

* Adding element(s) to the collection
* Removing element(s) from the collection
* Obtaining the number of elements in the collection
* Listing the contents of the collection, (Iterating through the collection)

Before selecting a particular collection implementation, ask the following question:

* Can my collection contain the same elements, i.e. are duplicates allowed?
* Can my collection contain the [**null**](http://en.wikibooks.org/wiki/Java_Programming/Literals/null) element?
* Should the collection maintain the order of the elements? Is the order important in any way?
* How do you want to access an element? By index, key or just with an iterator?
* Does the collection need to be synchronized?
* From a performance perspective, which one needs to be faster, updates or reads?
* From a usage perspective, which operation will be more frequent, updates or reads?

Once you know your needs, you can select an exsisting implementation. But first decide if you need a 'Collection', or a 'Map'.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=2)**] Generics**

Since JDK version 1.5 an enhancement to the type system of the Java language has been added. It is called *Generics*. Most often *Generics* will be used with the collection classes.

parameterized type <E>

All collection implementations since 1.5 now have one 'parameterized type <E>' added. The 'E' refers to an *Element* type. When a collection is created the actual 'Element type' will replace the E.

Objects put into a collection are upcasted to [Object](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object) class. It means that you need to cast the object reference back when you get an element out from the collection. It also means that **you need to know** the type of the object when you taking it out. For this reason we usually add objects of the same type to a collection. If a collection contains different types of objects, we will have difficulty finding out the type of the objects obtained from a collection at run time.

With the use of the 'parameterized type <E>', the 'Element-type' that can be put into the collection can be specified when the collection object is created.

Collection<Integer> ageList = [**new**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/new) ArrayList<Integer>();

ageList.add( [**new**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/new) Integer(46) ); // --- Integer can be added

ageList.add( "50" ); // --- Compilation error, ageList can have only Integers inside

ageList is a collection that can contain only Integer objects as elements. No casting is required when we take out an element.

Integer age = ageList.get(0);

For more information about Generics, please go to [Java Programming/Generics](http://en.wikibooks.org/wiki/Java_Programming/Generics).

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=3)**] Collection or Map**

The Java JDK contains two high level Interfaces:

* java.util.Collection
* java.util.Map

Implementations for those interfaces are not interchangeable. Collections are used for collecting Java objects. Maps are used for mapping key/value pairs.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=4)**] Collection**

Use the Collection interface if you need to keep related (usually the same type of) objects together in a collection where you can:

* Search for a particular element
* List the elements
* Maintain and/or change the order of the elements by using the collection basic operations (Add, Remove, Update,..)
* Access the elements by an index number

The advantages of using the Collection interface are:

* Gives a generic usage, as we talked about above, it is easy to switch implementation
* It makes it easy to convert one type of collection to an other.

The Collection interface defines the following basic operations:

* [**boolean**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/boolean) add( E o );
* [**boolean**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/boolean) addAll( Collection c );
* [**boolean**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/boolean) remove( [Object](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object) o );
* [**boolean**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/boolean) removeAll( Collection c );
* [**boolean**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/boolean) retainAll( Collection c );

The methods above return [**true**](http://en.wikibooks.org/wiki/Java_Programming/Literals/Boolean_Literals/true) if the collection has changed due to the operation. Note that in addAll() we can add any type of collection. This is the beauty of using the Collection interface. You can have a LinkedList and just call the addAll(list) method, passing in a list. You can pass in a Vector, an ArrayList, a HashSet, a TreeSet, a YourImpOfCollection, ... All those different type of collections will be **magically** converted to a LinkList.

Lets have a closer look at this *magic*. The conversion is easy because the Collection interface defines a standard way of looping through the elements. The following code is a possible implementation of addAll() method of the LinkList.

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Collection

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Iterator

...

[**public**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/public) [String](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.String) addAll( Collection coll )

{

int sizeBefore = \_linkList.size();

**Iterator iter = coll.iterator();**

while( iter.hasNext() )

{

**\_linkList.add( iter.next() );**

}

if ( sizeBefore > \_linkList.size() )

{

[**return**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/return) [**true**](http://en.wikibooks.org/wiki/Java_Programming/Literals/Boolean_Literals/true);

}

else

{

[**return**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/return) [**false**](http://en.wikibooks.org/wiki/Java_Programming/Literals/Boolean_Literals/false);

}

}

The above code just iterates through the passed in collection and adds the elements to the link list. You do not have to do that, since that is already defined. What you might need to code for is to loop through a 'Customer' collection:

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Collection

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.util.Iterator

[**import**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/import) java.yourcompany.Customer

...

[**public**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/public) [String](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.String) printCustomerNames( Collection customerColl )

{

StringBuffer buf = [**new**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/new) StringBuffer();

**Iterator iter = customerColl.iterator();**

while( iter.hasNext() )

{

**Customer cust = (Customer) iter.next();**

buf.append( cust.getName() );

buf.append( "\n" );

}

[**return**](http://en.wikibooks.org/wiki/Java_Programming/Keywords/return) buf.toString();

}

Notice two things:

* The above code will work for all type of collections.
* We have to know the type of objects inside the collection, because we call a method on it.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=5)**] Map**

[![http://upload.wikimedia.org/wikipedia/commons/thumb/2/21/Java_map_interfaces.svg/130px-Java_map_interfaces.svg.png](data:image/png;base64,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)](http://en.wikibooks.org/wiki/File:Java_map_interfaces.svg)

[![http://bits.wikimedia.org/skins-1.17/common/images/magnify-clip.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAALCAAAAACFLIiAAAAAAnRSTlMA/1uRIrUAAAACYktHRAD/h4/MvwAAAAlwSFlzAAAK8AAACvABQqw0mAAAAAd0SU1FB9UEAhIREfdlPYsAAABPSURBVAjXY/j///+5vXDwjAHIr26ZAgXZe8H8a/+hoIcw/9nevdVL9+79DuPvzQYZFPUezu8BMZLXgkExnD8HAu6hqv//n+HZVjD4DuUDAKlChD3fj6aPAAAAAElFTkSuQmCC)](http://en.wikibooks.org/wiki/File:Java_map_interfaces.svg)

Figure 1:Map Interfaces

A map, sometimes also called an *Associated Array* or a *Dictionary*, can be thought of as an array where the index need not be an integer.

Use the Map interface if you need to keep related objects together in a Map where you can:

* Access an element by a key object
* Map one object to other

java.util.Map<K,V>

maps keys to values. A map cannot contain duplicate keys; each key can map to at most one value. The Map interface provides three collection views, which allow a map's contents to be viewed as a set of keys, collection of values, or set of key-value mappings. The key is usually a non-mutable object. The value object however can be a mutable object.

java.util.SortedMap<K,V>

same as the Map interface, plus the keys in the Map are sorted.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=6)**] Set or List or Queue**
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Figure 2:

There is no direct implementation for the java.util.Collection interface. The Collection interface has five sub interfaces. Those are:

java.util.Set<E>

contains unique elements, so duplicates not allowed. It is similar to a mathematical Set.

java.util.List<E>

elements are put in the list in a certain order, and can be accessed by an index. Duplicates are allowed, the same element can be added to a list.

java.util.SortedSet<E>

same as the Set interface; plus the elements in the SortedSet are sorted

java.util.Queue<E>

queues provide additional insertion, extraction, and inspection operations. There are FIFO (first in, first out) and LIFO (last in, first out) queues.

java.util.BlockingQueue<E>

waits for the queue to become non-empty when retrieving an element, and waits for space to become available in the queue when storing an element. Best used for producer-consumer queues.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=7)**] Set**

The basic implementation of the Set interface is the HashSet.
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java.util.TreeSet<E>

Elements are sorted, not synchronized. [**null**](http://en.wikibooks.org/wiki/Java_Programming/Literals/null) not allowed

java.util.HashSet<E>

Not synchronized. Allows the [**null**](http://en.wikibooks.org/wiki/Java_Programming/Literals/null) elements

java.util.CopyOnWriteArraySet<E>

Thread safe, a fresh copy is created during modification operation. Add, update, delete are expensive.

java.util.EnumSet<E extends Enum<E>>

All of the elements in an enum set must come from a single enum type that is specified, explicitly or implicitly, when the set is created. Enum sets are represented internally as bit vectors.

java.util.LinkedHashSet<E>

Same as HashSet, plus defines the iteration ordering, which is the order in which elements were inserted into the set.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=8)**] Detecting duplicate objects in Sets**

Set cannot have duplicates in it. You may wonder how duplicates are detected when we are adding an object to the Set. We have to see if that object exists in the Set or not. It is not enough to check the object references, the objects' values have to be checked as well.

To do that, fortunately, each java object has the [boolean equal(Object obj);](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object#equals.28.29_Method), method available inherited from [Object](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object). You need to override it. That method will be called by the Set implementation to compare the two objects to see if they are equal or not.

There is a problem, though. What if I put two different type of objects to the Set. I put an Apple and an Orange. They can not be compared. Calling the [equal()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object) method would cause a ClassCastException. There are two solutions to this:

* **Solution one** : Override the [int hashCode()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object#hashCode.28.29_Method) method and return the same values for the same type of objects and return different values for different type of objects. The [equal()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object) method is used to compare objects only with the same value of hashCode. So before an object is added, the Set implementation needs to:
  + find all the objects in the Set that has the same hashCode as the candidate object hashCode
  + and for those, call the [equal()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object) methods passing in the candidate object
  + if any of them returns true, the object is not added to the Set.
* **Solution two** : Create a super class for the Apple and Orange, let's call it Fruit class. Put Fruits in the Set. You need to do the following:
  + Do not override the equals() and hashCode() methods in the Apple and Orange classes
  + Create appleEquals() method in the Apple class, and create orangeEquals() method in the Orange class
  + Override the hashCode() method in the Fruit class and return the same value, so the equals() is called by the Set implementation
  + Override the equals() method in the Fruit class for something like this.

|  |  |
| --- | --- |
| Computer code | public boolean equals( Object obj ) {     boolean ret = false;     if ( this instanceof Apple &&           obj instanceof Apple )     {         ret = this.appleEquals(obj);     }     else if ( this instanceof Orange &&               obj  instanceof Orange )     {         ret = this.orangeEquals(obj);       }     else     {         // --- Can not compare Orange to Apple ---        ret = false;     }     return ret; } |

**Note:**

* only the objects that have the same hashCode will be compared.
* you are responsible to override the equal() and hashCode() methods. The default implementations in Object won't work.
* Only override the [hashCode()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object#hashCode.28.29_Method) method if you want to eliminate value duplicates.
* Do not override the [hashCode()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object#hashCode.28.29_Method) method if you know that the values of your objects are different, or if you only want to prevent adding the exactly same object.
* Beware that the [hashCode()](http://en.wikibooks.org/wiki/Java_Programming/API/java.lang.Object#hashCode.28.29_Method) may be used in other collection implementaions, like in a Hashtable to find an object fast. Overriding the default hashCode() method may affect performance there.
* the default hashCodes are unique for each object created, so if you decide not to override the hashCode() method, there is no point overriding the equal() method, as it won't be called.

**[**[**edit**](http://en.wikibooks.org/w/index.php?title=Java_Programming/Collection_Classes&action=edit&section=9)**] SortedSet**

The SortedSet interface extends the Set Interface. All elements in the SortedSet must implement the Comparable Interface, futher more all elements must be mutually comparable.

Note that the ordering maintained by a sorted set must be consistent with equals if the sorted set is to correctly implement the Set interface. This is so because the Set interface is defined in terms of the equals operation, but a sorted set performs all element comparisons using its compareTo (or compare) method, so two elements that are deemed equal by this method are, from the standpoint of the sorted set, equal.

The SortedSet interface has additional methods due to the sorted nature of the 'Set'. Those are:

* E first(); -- returns the first element
* E last(); -- returns the last element
* SortedSet headSet(E toElement); -- returns from the first, to the exclusive toElement
* SortedSet tailSet(E fromElement); -- returns from the inclusive fromElement to the end